ECDSA算法介绍 一、ECDSA概述 椭圆曲线数字签名算法（ECDSA）是使用椭圆曲线密码（ECC）对数字签名算法（DSA）的模拟。与普通的离散对数问题（DLP）和大数分解问题（IFP）不同，椭圆曲线离散对数问题没有亚指数时间的解决方法。因此椭圆曲线密码的单位比特强度要高于其他公钥体制。

数字签名算法（DSA）在联邦信息处理标准FIPS中有详细论述，称为数字签名标准。它的安全性基于素域上的离散对数问题。可以看作是椭圆曲线对先前离散对数问题（DLP）的密码系统的模拟，只是群元素由素域中的元素数换为有限域上的椭圆曲线上的点。椭圆曲线离散对数问题远难于离散对数问题，单位比特强度要远高于传统的离散对数系统。因此在使用较短的密钥的情况下，ECC可以达到于DL系统相同的安全级别。这带来的好处就是计算参数更小，密钥更短，运算速度更快，签名也更加短小。

二、ECDSA原理 ECDSA是ECC与DSA的结合，整个签名过程与DSA类似，所不一样的是签名中采取的算法为ECC，最后签名出来的值也是分为r,s。 签名过程如下： 1、选择一条椭圆曲线Ep(a,b)，和基点G； 2、选择私有密钥k（k<n，n为G的阶），利用基点G计算公开密钥K=kG； 3、产生一个随机整数r（r<n），计算点R=rG； 4、将原数据和点R的坐标值x,y作为参数，计算SHA1做为hash，即Hash=SHA1(原数据,x,y)； 5、计算s≡r - Hash \* k (mod n) 6、r和s做为签名值，如果r和s其中一个为0，重新从第3步开始执行 验证过程如下： 1、接受方在收到消息(m)和签名值(r,s)后，进行以下运算 2、计算：sG+H(m)P=(x1,y1), r1≡ x1 mod p。 3、验证等式：r1 ≡ r mod p。 4、如果等式成立，接受签名，否则签名无效。

三、ECDSA的实践 实施ECDSA时出现的一些问题。在曲线和密钥生成或签名生成和验证过程中可能会出现一些漏洞。我们只调查与椭圆曲线的选择有关的问题。在实施过程中出现的一般问题，例如不检查一个点是否是无穷大的点，在这里不涉及。 第一个漏洞可能是操纵∶建议的安全曲线可能有一个后门不安全因素。比特币和以太坊使用一个固定的曲线--secp256k1--并且只生成私钥和公钥。根据Safecurves,椭圆曲线secp256k1可以被认为有些“僵硬"，这意味着几乎所有的参数对公众是透明的，因此可以假设不是为了弱点而生成的。 1。梯子。椭圆曲线E上的一个点P的标量乘法在ECDSA中经常使用--例如用于公钥的生成。所谓的Mont- gomery梯子是一种快速而简单的算法，可以在恒定时间内完成这一计算。为了实现这个阶梯，椭圆曲线必须是一个特定的形状。secp256k1曲线不允许使用蒙哥马利阶梯。作为一个序列，除了简单和高效之外，secp256k1可能会因为某些计算的时间不恒定而泄露信息，从而导致侧信道攻击。这已经导致了成功的密钥提取，并反映在libsecp256ki实现套件中（见[GPP+16])。笔者不知道这个实现是否快速和简单。Brier-Joye梯子也可以应用，但会使运算速度降低很多。最后，Safecurves推荐蒙哥马利的单坐标梯子，因为它更容易实现对我们接下来讨论的攻击的保护。 3.2.扭曲的安全性。正如[BHH+14]中指出的，无效曲线攻击可能导致secp256k1的严重漏洞。因此，攻击者使用一个类似的椭圆曲线--原始曲线的扭曲--而只是假装使用原始曲线。如果这个扭曲在第2.2节的意义上是不安全的，而且实现者没有检查攻击者建议的点是否位于原始曲线上，那么他就有很大的机会在一些查询之后提取私钥。现在，secp256k1的标准二次扭曲也是一条安全的曲线(群的cardinality有220位素数﹔见[BL13])，但更大的自动变形群又导致了四个扭曲。它们的最大素数除数是133、i88、135和16l，但也有较小的素数因子，使得攻击可能更加可行(见[BHH+14]，第4页)。一条不是扭曲安全的曲线需要在签名和验证过程中检查这些点是否真的在曲线上。这一点是可以做到的，但会使实现的效率和安全性降低。关于这种攻击的更多细节，我们可以参考[FLRVo8]，在那里我们可以找到一个关于secp256k1的计算实例。 3.3.完整性和不可分性。椭圆曲线上的加法和标量乘法的公式对于曲线上的某些特定点可能会略有变化。一个没有照顾到这些例外情况的实现会产生错误。完整性是指曲线没有例外情况。曲线secp256k1上的标量乘法是不完整的。 椭圆曲线上的点的表示通常可以从随机产生的字符串中区分出来。为了掩盖椭圆曲线上的点的外观，有一些可用的策略（参见[BL13])。这些构造不适用于secp256k1。 3.4.多个ECDLP。在比特币中，任何用户的公钥都是由secp256k1，他们的私钥和基点P产生的。情况看起来如下。假设我们有L个用户，他们的公钥Qi = ai PE(Fp), 1 iL。如果有人想找到他们的私钥，她必须解决以下离散对数问题。 Qi = ai P(1 ≤i≤ L)。 椭圆曲线上的点的表示通常可以从随机产生的字符串中区分出来。为了掩盖椭圆曲线上的点的外观，有一些可用的策略（参见[BL13])。这些构造不适用于secp256k1。 3.4.多个ECDLP。在比特币中，任何用户的公钥都是由secp256k1，他们的私钥和基点P产生的。情况看起来如下。假设我们有L个用户，他们的公钥Qi = ai PE(Fp), 1 iL。如果有人想找到他们的私钥，她必须解决以下离散对数问题。l Qi = ai P(1 ≤i≤ L)。 我们必须要解决L倍的离散对数问题吗?或者可以利用ECDLPs发生在同一基点P的椭圆曲线上的事实?到目前为止，还没有已知的算法能够更快地找到一个实例的解决方案(见[GG16]，第4页）。但使用Pollard's rho方法的扩展版本，一旦找到一个，就能逐步加速找到其他的解。例如，如果L<r八，r是我们组的大小，Kuhn和Struik表明，我们平均需要2rL组操作。在[HMVo4]第164页提出的Pollard's rho的扩展算法，在找到第一个实例后，第二个ECDLP的运行时间降低了50%，第三个降低了37%，以此类推。所以我们必须确保找到一个实例是不可行的，而secp256k1做到了。
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